|  |  |
| --- | --- |
|  | ***Review*** |

* Why should we use functions at all
* It helps save times as 1 function can be used several times after you declare it. In addition, by declaring function separately <normally in a different file>, our code will be much more easier to understand, to control or even to plan.
* How to define/declare a function?
* Functionname (arguments/parameters) {statement}
* How to call/use a function?
* Use function name and give it arguments.
* What is return, why and how do we use it?
* The return statement ends function execution and specifies a value to be returned to the function caller.
* Do we have to use return in **every** function?
* No.
* What are function arguments/parameters, why and how we use it?
* + Function **parameters** are the **names** listed in the function definition.

+ Function **arguments** are the real **values** passed to (and received by) the function.

* How to use function from a different file other than our currently working file?
* Load functions from all file by “window.onload”

Note: Function **arguments** are sometimes **also** called function **parameters**

|  |  |
| --- | --- |
| *http://www.bestappsforkids.com/wp-content/uploads/2012/04/save-turtle.png* | ***Turtle exercise*** |

1. Write a function that prints out “Hello world” 3 times (note: no arguments, no return)

function print(){

for(i=0;i<3;i++){

console.log("hello work");}

}

1. Write a function that takes **2 numbers as arguments** and print out sum of them (note: has arguments, no return)

function add(x,y){

let sum = x+y;

console.log(sum);

}

add(5,6);

1. Write a Python function that **draws a square**, named draw\_square, takes **2 arguments**: length and color, where length is the length of its side and color is the color of its bound (line color)

function drawSquare(length,colr){

color(colr)

for(i=0;i<4;i++){

fd(length)

rt(90)

}

}

//drawSquare(100,"red") test

1. Now, another programmer named ‘T.Anh’ will use your code in exercise 1. He writes as follows:

**for** (let i = 0; i < 30; i ++){

**drawSquare**(i \* 5, **'red'**)

lt(17)

penup()  
 forward(i \* 2)  
 pendown()

}

Copy this code into your editor, run the whole program and see what it draws:

*Note: If your code does not run, try not to modify* T.Anh*’s code, modify your function instead*

* https://turtle-js.herokuapp.com/?turtle=jgppbp6XZW

1. Write a Python function that draws a star, named draw\_star, take 1 parameters: length

![_images/star.png](data:image/png;base64,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)

* <https://turtle-js.herokuapp.com/?turtle=fsRDCkupGV>

|  |  |
| --- | --- |
| http://images.8tracks.com/cover/i/001/358/131/7357.original-3735.jpg?rect=0,29,289,289&q=98&fm=jpg&fit=max&w=100&h=100 | ***Serious exercise*** |

1. Write a function that removes the dollar sign (“$”) in a string, named remove\_dollar\_sign, takes 1 arguments: s, where s is the input string, **returns** the new string with no dollar sign in it

*Hint: Google “Javascript string replace remove”*

1. Now, another programmer named Hiep will use your code in exercise 3. He writes as follows:

string\_with\_no\_dollars = remove\_dollar\_sign(**"$80% percent of $life is to show $up"**)  
**if (**string\_with\_no\_dollars == **"80% percent of life is to show up"){**  
 console.log(**"Your function is correct"**)}  
**else**{  
 console.log(**"Oops, there's a bug"**)}

Copy this code into your editor, run the whole program and see what it prints out:

If it prints out **“Your function is correct”**, we’re good

If it prints out **“Oops, there’s a bug”**, you might want to come back and check your function

1. Write a function that extracts the even items in a given integer list, named get\_even\_list, takes 1 parameter: l, where l is the given integer list ([1, 4, 5, -1, 10] for example), returns a new list contains only even numbers ([4, 10]
2. Let’s take your function to the test. The tester will write his/her test code as follows:

even\_list = get\_even\_list([1, 2, 5, 9, -10, 6])  
  
**if** (even\_list == [2, -10, 6]){  
 print(**"Your function is correct"**)};  
**else**{  
 console.log(**"Ooops, bugs detected"**)}

Copy this code into your editor, run the whole program and see what it prints out:

If it prints out **“Your function is correct”**, we’re good

If it prints out **“Oops, bugs detected”**, you might want to come back and check your function

*Note:* ***set*** *is an unordered data structure, meaning set of (1, 2,3) equals set of (3, 1, 2)*

1. Write a function named is\_inside that checks if a point is inside a rectangle, takes 2 parameters, the first is a list with 2 elements respectively represents x and y coordinates of the given point, the second is a list with 4 elements respectively represents x, y coordinates and width height of the given rectangle

For example:

is\_inside([100, 120], [140, 60, ])

should return False

**140**

**60**

**width = 100**

**height = 200**

X

Y

**120**

**100**

and

is\_inside([200, 120], [140, 60, 100, 200])

should return True

**140**

**60**

**width = 100**

**height = 200**

X

Y

**120**

**200**

1. (**Optional**) Write test cases (as we did in exercices 8 and 10) to check if your is\_inside function is correct